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pen-source code hosted online at programming portals is present in 99% of 

commercial software and is common practice among developers for rapid 

prototyping and cost-effective development. However, research reports the 

presence of vulnerabilities, which result in catastrophic security compromise, and the 

individual, organization, and even national secrecy are all victims of this circumstance. One of 

the frustrating aspects of vulnerabilities is that vulnerabilities manifest themselves in hidden 

ways that software developers are unaware of. One of the most critical tasks in ensuring 

software security is vulnerability detection, which jeopardizes core security concepts like 

integrity, authenticity, and availability. This study aims to explore security-related 

vulnerabilities in programming languages such as C, C++, and Java and present the disparities 

between them hosted at popular code repositories. To attain this purpose, 708 programs were 

examined by severity-based guidelines. A total of 1371 vulnerable codes were identified, of 

which 327 in C, 51 in C++, and 993 in Java. Statistical analysis also indicated a substantial 

difference between them, as there is ample evidence that the Kruskal-Wallis H-test p-value 

(.000) is below the 0.05 significance level. The Mann-Whitney Test mean rank for GitHub 

(Mean-rank=676.05) and Rosettacode (Mean-rank=608.64) are also different. The novelty of 

this article is to identify security vulnerabilities and grasp the nature severity of vulnerability in 

popular code repositories. This study eventually manifests a guideline for choosing a secure 

programming language as a successful testing technique that targets vulnerabilities more liable 

to breaching security. 
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INTRODUCTION 

According to different researchers, software consists of specialized formats, i.e., data 

structures that allow software developers to manipulate data frequently, as well as a set of 

electronic instructions executed on a machine. The software is also an accompanying 

document that explains how to set it up, use and run it [1]–[4]. Software products are employed 

in most aspects of an individual’s life, [5]. A programming language is a tool for creating 

computer-coded instructions [6]. Code repositories provide a centralized location for hosting 

code and are a viable, cost-saving solution for software developers and the scientific 

community to cooperate. It is one of the guiding principles for rapid prototyping of software 

[7]. The open-source code is included in 99% of the commercial software [8]. Although open-

source software (OSS) is widely used in software applications, it is seldom examined, and 

corporations have no concept of what they don’t know about open source, as Luszcz [9] 

pointed out, illustrating the necessity to address that space. Many vulnerabilities have been 

reported in code that causes catastrophic software security problems [10]–[13]. In a decisive 

study, Reiss  [14] deliberated those insecure applications are not only a threat to an individual 

but also a severe threat to people, organizations, and even national security at all levels. Three 

fundamental principles for security are Confidentiality, Integrity, and Availability [15], [16]. 

Common Vulnerabilities and Exposures (CVE) describes security vulnerabilities as severe 

issues for three of them. CVE defined “Vulnerabilities” as severe weaknesses in software and 

hardware components that an attacker can exploit to cause detrimental effects on the 

applications or its environment’s security, confidentiality, integrity, or availability. 

Vulnerabilities, according to Russell et al.  [17] and Zhou et al.  [18], instigate by insecure code. 

Luszcz [9] and Brazhuk  [19] stress in their work that software security is a crucial problem, 

and even a single vulnerability may have a significant impact on software security. However, 

only one of the software vulnerabilities might result in a successful destructive attack 

implementation. However, not all vulnerabilities have the same likelihood of exploitation, 

security issues, or maintenance requirements. Vulnerabilities have varying risk levels [20], and 

are categorized as critical, high, medium, low, or none. One of the frustrating aspects of 

security-sensitive bugs or vulnerabilities is that vulnerabilities manifest themselves in hidden 

ways that software developers are unaware of [17]. One of the crucial steps for assuring 

software security is the detection of vulnerabilities in the program's code before deploying the 

application product [12]. This study would comparatively analyze vulnerabilities in C++, C, 

and Java, which are available on GitHub and Rosettacode. The TIOBE index, which assesses 

the popularity of programming languages, puts C++ fourth, C second, and Java third [21], 

although the C, C++, and Java languages have severe Common Weakness 

Enumeration(CWE) type vulnerabilities, 87 in C++ [22], 83 in C [23], and 78 in Java [24] out 

of 924. This study's novelty would serve as a guideline for software developers to select a 

secure programming language and a portal in terms of vulnerabilities. This also familiarizes 

the code quality in open-source programming code hosted in code repositories by assessing 

the probable vulnerabilities and their severity risk scores. This study's ultimate objective would 

be to facilitate the development of secure software less likely to cause security breaches. 
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LITERATURE REVIEW 

          Security vulnerabilities are critical issues in open source code which is 99% in 

commercial software, and can undermine the development of software security [8], [10], [11], 

[25] Several vulnerabilities have been sorted in code that cause catastrophic software security 

issues [11], [12]. Furthermore, Zhao et al. [26] recognized vulnerabilities as inescapable security 

risks in open source code, one of four common evaluation perspective indicators: quality, 

reliability, maturity, and vulnerability. The National Vulnerability Database [27] publishes 

vulnerabilities that have been recognized as common vulnerabilities and include an 

identification number, at least one public reference, and a comprehensive explanation. It’s 

getting worse, with 173267 vulnerabilities reported to date. A significant research effort has 

been devised to mitigate security issues of software systems as follows. In his groundbreaking 

research, Zhang et al.  [28] reported the presence of vulnerabilities in code snippets hosted on 

Stack Overflow, a website that contains millions of solutions to programmer difficulties. 

Recklessly sharing such code snippets can expose the application or its environment to security 

risks. The sample size of 646,716 code snippets of the programming languages C/C++ was 

scanned for weaknesses, and 12998 Common Weakness Enumeration instances were 

identified, with 32 code weaknesses. The six most frequently occurring vulnerabilities among 

them are provided here CWE-908(54.2%), CWE-401(14%), CWE775 (5.2%), CWE-

562(4.7%), CWE-119(4%) CWE-758(3.7%).Al-Boghdady, Wassif, and El-Ramly [29] also 

examined widely used open-source Internet of Things (IoT) OSs written in C/C++ such as 

RIOT, Contiki, FreeRTOS, and Amazon for vulnerabilities and scanned them with 

computational analysis tools Cppcheck, Flawfinder, and Rough Auditing Tool for 

Security(RATS). The results were disparate. The most prevalent vulnerabilities detected by 

computational analysis tools were: (CWE-119! /CWE-120), (CWE-120), and (CWE-126) with 

Flawfinder, (CWE-563, CWE-561, and CWE-398) with Cppcheck, and (CWE134, CWE-120, 

and CWE-119) with RATS in the IoT OS source code. These security vulnerabilities can cause 

security breaches as a consequence. Verdi et al. [11] examined the C++ security issue in 

crowded source code by analyzing the vulnerabilities in snippets of reusable source code 

posted on stack overflow and their spread in the program's repository from two perspectives: 

prevalence and propagation. Consequently, 69 vulnerable code snippets were reported among 

72,483 examined code snippets in at least one project hosted on an online repository. These 

69 vulnerable code snippets were shared in the same repository in 2859 projects. In this regard, 

Alnaeli et al.  [30] undertook research to expose IoT software systems to the use of vulnerable 

source code and insecure functions in the programming languages C/C++, which can 

constitute a catastrophic security concern. Empirically, analysis was conducted on three open-

source software: TinyOS, openWSN, and Contiki, with 1,000,981 lines of code. The presence 

of vulnerabilities and unsafe function usage was reported with a figure of 772 in TinyOS, 220 

in openWSN, and 1,859 in Contiki. Furthermore, the research also reported that the IoT is 

growing with over a million devices and runs with millions of open-source software. The study 

also evident the security issues in open-source software, which causes security compromise 

and becomes a severe concern for stack holders, including individuals and groups. Vulnerable 
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code is the most typical source of security problems [31]–[33]. In their study, Kaur and Nayyar  

[10] compared static code analysis methods for exposing vulnerabilities in Java and C/C++ 

programs, emphasizing the significance of vulnerability identification in guaranteeing software 

security, such as integrity, authenticity, and availability. They also favored vulnerability 

identification in the initial stages because it makes fixing easier for developers. They used static 

analysis tools such as FlawFinder, RATS, and cppcheck to scan Java and the C/C++ 

programming languages for certain types of vulnerabilities and report the presence of those 

chosen for investigation. Furthermore, they expressed concern that some vulnerabilities might 

go undetected without cutting-edge tools. In this study, Zahedi et al.  [34] asserted that system 

connectivity to the internet raises the need for software security. Security vulnerabilities are 

recognized as flaws that allow attackers with malicious intent to breach system security. They 

studied the GitHub security concerns and discovered that around 2.98% are security 

vulnerabilities, with a significant weightage on encryption and identity management. The 

primary source of the investigation was contained within a single GitHub repository. 

          The foregoing literature shows that most past software vulnerability detection research 

has relied on reviewing a single repository. Concerning the comparative analysis of languages 

in terms of vulnerabilities, the datasets enclosed within the study were not applications of 

standard open-source code and are no longer of general view but instead were narrowed to 

addressing vulnerabilities in specific application domains. Another significant weakness of 

serious concern in the previous study was that it focused on the efficiency of a static analysis 

tool rather than the presence of security vulnerabilities in code. Furthermore, the fundamental 

elements that contribute to the formation of programs and cause various security 

vulnerabilities in programming languages have not been thoroughly investigated. 

Consequently, it may be deduced that previous studies did not contain adequate findings. This 

endeavor is probably geared toward mitigating the prevailing research gap by experimenting 

with the dataset of well-known programs and tasks from different study areas for various 

programming portals and languages. This research investigates the severity of vulnerabilities 

in code in more depth, and a comparative study is being undertaken to categorize 

programming portals and languages secure in the context of vulnerabilities. 

DESIGN AND METHOD 

          This study analyzes probable vulnerabilities in popular programming languages like C, 

C++, and Java, hosted on well-known programming portals like GitHub and Rosettacode. 

This endeavor would be accomplished by scanning many well-known computer programs 

from the aforementioned programming languages and portals. Furthermore, the vulnerabilities 

are evaluated severity-wise. As illustrated in Figure 1, this approach is organized into steps for 

pursuing the goal. In the first step, notable algorithms and tasks such as Universal Turing 

Machine, sorting algorithms like the bubble sort, selection sort, searching algorithms like linear 

search, and so on, which are used as contributing factors in software development, are included 

in the study. Furthermore, comparable algorithms are employed in this research, equivalent 

both in function and structure. And the sample of code extracted is from different disciplines 

43% for math, 2% for Graphics,6%String Manipulation, 32% for Data structure, 3% for 
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Routing, 3 % for Compression, 9%Encryption/Decryption, 8%Puzzle, and 12% are of the 

game. 

 
Figure 1. An Overview of the Research Approach 

          During the preprocessing, the extracted code repository is manually preprocessed as an 

updated dataset with the intent to equalize the task and make it appropriate for the static 

analyzer tool. The preprocessing activities comprise deleting extraneous source code from the 

file and integrating the remaining task source code from other files if the desired task is not 

completed in a file. Preprocessing also involves saving files with the required extension and 

comparing the outputs. The dataset is scanned for vulnerabilities using the computational 

analysis tool Yasca. Yasca is an open-source tool created in PHP in 2008–10 that scans source 

code for security vulnerabilities, code quality, performance, and compliance with best practices 

in various programming languages, including Python, Java, C/C++, and others. Each 

vulnerability detected by Yasca is assigned a risk level rating from 1 to 5, with 1,2,3,4,5, 

respectively, denoting Critical, High, Medium, Low, and Informational [35], [36]. 

          To analyze the relationship between vulnerability presence in programming portals and 

programming languages for statistical significance, the Mann-Whitney Test, Kolmogorov-

Smirnov Test, Wald-Wolfowitz Test, and Kruskal-Wallis H-test we conducted. The null and 

alternative hypotheses are verified or tested using statistical techniques to find their 

significance. The Null and alternative hypotheses might be formulated as follows: 

Null hypothesis (H0): In terms of vulnerabilities, code hosted in code repositories has no 
statistical difference. 
Alternative Hypothesis (H1): In terms of vulnerabilities, code hosted in code repositories 
has a statistical difference.                 
          The p-value is used to test the hypotheses. The p-value is a factor of hypothesis testing 

theory and may be used to determine whether to accept or reject the null hypothesis. After 

calculating the p-value, we compared it with the value of 0.05, a long tradition for rejecting or 

accepting the null hypothesis. A very small p-value indicates evidence against the null 

hypothesis, whereas a large p-value indicates evidence favoring the null hypothesis. 

RESULTS 

          The cumulative result of vulnerabilities identified in the code repositories GitHub and 

Rosettacode is shown in Table 1 and categorized by severity. The vulnerabilities discovered in 

the repositories differ in severity and programming portals. The RosettaCode repository has 

fewer vulnerabilities than GitHub.  
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Table 1. Vulnerabilities in Portals: A Comparative Analysis 

For more insight and comparison, Figure 2 depicts the vulnerabilities of varying severity for 
the aforementioned portals. The RosettaCode repository contains fewer security 
vulnerabilities than GitHub. The figure also demonstrates that vulnerabilities of informational 
severity are more prevalent. However, of all the vulnerabilities of critical severity are the least 
reported. There is a significant disparity between the number of vulnerabilities detected in 
portals and the severity. 

 
Figure 2. Portal Vulnerabilities Trends Severity Levels 

          Furthermore, vulnerabilities based on programming portals have been evaluated with 
the Mann-Whitney Test to gain some more insight into portal vulnerabilities. Table 2 shows 
the results of the test statistics. GitHub (Mean rank =676.05) has more vulnerabilities than 
Rosettacode (Mean rank =608.64). According to the Mann-Whitney test, this difference 
between programming portals and vulnerability is statistically significant.  

Table 2. Mann-Whitney test statistics for vulnerability disclosure on Programming Portal 

           Moreover, the Kolmogorov-Smirnov Test has analyzed the relationship between 
vulnerability presence and programming portals. The calculated value of the Kolmogorov-
Smirnov Test is 1.124, and the significance value is 0.159, which concluded that as far as the 
sampled programming corpus is concerned, there is no statistical difference between the 
Rosettacode and GitHub in terms of vulnerabilities.  

Programming    
Portal 

 Vulnerabilities Severity Total 

Critical High Warning Low Informational 

GitHub 2 24 60 96 799 981 

RosettaCode 8 2 46 20 314 390 

Total 10 26 106 116 1113 1371 

Vulnerabilities Frequency          Mean Rank 

Rosettacode  1113 608.64 

GitHub 116 676.05 
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          Another test, named the Wald-Wolfowitz Test, has also been used for more 
confirmation of analyzing the relationship between vulnerability presence and programming 
portals. Test statistics are shown in Table 3. The Minimum Possible Exact P-value is P1, 

min=.000 is less than 0.05, and the Maximum Possible exact P-value is P1, max=0.345 which is 
more significant than 0.05. So, following the decision rules of the Wald-Wolfowitz Test, there 
is no statistical difference between the Rosettacode and GitHub. 
Table 3. Wald-Wolfowitz Test statistics for vulnerability disclosure on Programming Portal 

The preliminary evaluation below examines vulnerabilities in the programming languages C, 

C++, and Java, and the result is displayed in Table 4. The vulnerabilities detected in 

repositories are different. In this analysis, Java has more vulnerabilities than any other language 

in this study, followed by the C language and C++. 

Table 4. Vulnerabilities in Languages: A Comparative Analysis 

Language 
  Vulnerabilities Severity 

Total 
Critical High Warning Low Informational 

C 10 1 92 48 176 327 

C++ 0 0 7 0 44 51 

Java 0 25 7 68 893 993 

Total 10 26 106 116 1113 1371 

         For more insight and comparison, Figure 3 depicts the vulnerabilities of varying severity 

in the C, C++, and Java programming languages. As the figure illustrates, Java has more 

vulnerabilities than any other language in this study, followed by the C language and C++. 

The figure also demonstrates that vulnerabilities of informational severity are more prevalent. 

However, of all the vulnerabilities of critical severity are the least reported. There is a 

significant disparity between the number of vulnerabilities detected in programming languages 

and the severity. 

Portal 
Code 

 Number of Runs Z Asymp. Sig. (1-tailed) 

Minimum Possible 3 -34.792 .000 

Maximum Possible 233 3.661 1.000 
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Figure 3. Language Vulnerabilities Trends Severity Levels 

          Moreover, the Kruskal-Wallis H-test has been used to analyze the relationship between 

vulnerability presence and programming language. The mean rank vulnerability score for the 

Kruskal-Wallis H test was 721.84 for C, 564.53 for C++, and 215.92 for Java, with Kruskal-

Wallis H = 290.336 and a p-value (.000). The result suggests a statistically significant difference 

in code vulnerabilities between different programming languages at a significance level of 0.05, 

as there is ample evidence that the p-value is less than 0.05. 

          Moreover, code repositories and programming languages have examined the security 

vulnerabilities. Figure 4 shows the visual representation of the vulnerabilities identified in the 

programming languages C, C++, and Java, and in the code repositories, GitHub and 

Rosettacode are varied. GitHub (Java), GitHub (C), and GitHub (C++) are more prone to 

vulnerabilities than their corresponding Rosettacode (Java), Rosettacode (C), and Rosettacode 

(C++) programming languages. Furthermore, GitHub (Java) has more vulnerabilities than 

Rosettacode (Java), followed by GitHub (c), which has more vulnerabilities than Rosettacode 

(c). There are also security vulnerabilities present in GitHub (C++) and Rosettacode (C++), 

but they are less prevalent than in GitHub (Java) and Rosettacode (Java). Additionally, just one 

vulnerability in Rosettacode (C++) has been detected. The accompanying Figure 4 

demonstrates that in comparison to the vulnerabilities in GitHub (Java, c, and C++) and 

Rosettacode (Java, C, and C++), the vulnerabilities in GitHub (Java) are higher than in any 

other language, followed by Rosettacode (Java), GitHub (C), Rosettacode (C), GitHub (C++), 

and Rosettacode (C++) lastly.  
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Figure 4. Language & Portal Vulnerabilities Trends Severity Levels 

In Figure 4, the disparity in vulnerability severity is also evident, with vulnerabilities of 

informational severity being reported more frequently, followed by Low, Warning, High, and 

Critical. 

DISCUSSION 

         Security vulnerabilities are one of the most frustrating aspects of computer security. 

Security vulnerabilities are severe software and hardware components weaknesses that 

constitute a danger to security, confidentiality, integrity, or availability when exploited. 

Vulnerabilities in software security have a catastrophic effect on software security. This study 

examined source code for popular programming languages such as C, C++, and Java hosted 

at two well-known repositories, GitHub and Rosettacode, in the context of security 

vulnerabilities under the umbrella of the Common Vulnerability Scoring System (severity-

wise). This study will serve as a guideline for software developers to select a programming 

language and a secure portal in terms of vulnerabilities. This also familiarizes the code quality 

accessible in languages at programming portals by assessing the varied levels of probable 

vulnerabilities and their severity. This study will facilitate the development of secure software 

that is probably less likely to breach fundamental security aspects like integrity, authenticity, 

and availability with the selection of a secure programming language, a reliable programming 

hosting 

portal, 

and 

appropriate source code. The well-known 118 comparable computer programs in C, C++, and 

Java hosted at Rosettacode and GitHub code repositories have been extracted to complete the 

research. The 708 programs are the dataset’s complete size. A tool like Yasca is used to scan 

the dataset. The vulnerabilities present in C, C++, and Java are 23.8512035%, 3.71991247%, 

and 72.428884%, respectively, out of the total vulnerabilities, and their percentage has 

significant disparity. The language-based vulnerabilities with tests like the Mann-Whitney also 

confirm the difference as statistically significant. The percentage difference between 
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vulnerabilities presents in the portals GitHub and Rosettacode is 43.11%, which is a significant 

disparity. The language-based vulnerabilities with tests like the Kruskal-Wallis tests also 

confirm the difference as statistically significant. 

          Further, the disparity is also evident in vulnerability severities, vulnerabilities with 

informational severity being reported more frequently. The vulnerabilities with warning and 

low severity being reported are significant figures, but critical and high severity have been 

reported in small numbers. This endeavor’s finding demonstrates that the presence of 

vulnerabilities differs depending on the programming portal and programming languages used. 

So, the most probable preventative technique to secure an application or its environment, 

including hardware and software, from security risks caused by repeating code is to examine 

both the programming language and the programming portal. 

          In the future, work on developing a cutting-edge tool and scanning code with other 

tools to uncover vulnerabilities missed by selected tools will be necessary. Furthermore, one 

downside of this study would be that it only considers the programming languages C, C++, 

and Java, with a statistically limited sample size. Another possible future aspect of the current 

work is adding new algorithms, languages, and repositories to explore the influence of 

vulnerabilities on software, which may change the study's findings. 

CONCLUSION 

          This endeavor explored and compared security vulnerabilities in the programming 

languages C, C++, and Java for well-known comparable computer algorithms posted on 

popular portals such as GitHub and Rosettacode. This research uncovered specific 

vulnerabilities present in the source code. GitHub (Java) is more prone to vulnerabilities, 

followed by Rosettacode (Java), GitHub (C), Rosettacode (C), GitHub (C++), and only one 

vulnerability in Rosettacode (C++). The disparity is also evident in vulnerability severities, 

vulnerabilities with informational severity being reported more frequently. The vulnerabilities 

with warning and low severity being reported are significant figures, but critical and high 

severity have been reported in small numbers. The Rosettacode (C++) is probably more secure 

regarding vulnerabilities for secure software development. This study probably manifests a 

guideline for choosing a secure programming language and a successful approach for testing 

that targets vulnerabilities that are more liable to compromise security. 
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