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constraints of these devices in terms of processing power, memory, storage, and energy

efficiency are becoming increasingly apparent. This research introduces an innovative
solution by integrating Mobile Cloud Computing (MCC) to address these challenges. The
research focuses on the creation of an Android application called "ServiVerse" that efficiently
drains the phone's battery to imitate real-world conditions. The software is accompanied by a
Firebase-connected battery optimizer, which provides users with complete insights into battery
state, cleaning history, and graphical representations of performance. The system's
distinguishing feature is outsourcing power-intensive operations to a cloud server, resulting in
increased energy efficiency and battery life. The study demonstrated successful battery
optimization tactics adapted to individual users, such as the amount of cache and RAM deleted
and storage space freed up on the mobile devices. This strategy has proven to be vital in
addressing a key concern about background processing and the loss of power generation on
mobiles, which is providing users with more efficient and longer-lasting battery life.
Keywords: Cloud Computing, Mobile Cloud Computing, Battery Optimization, Offloading,
Firebase.

I n an interconnected world where mobile phones are essential to everyday operations, the
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Introduction:

In today's dynamic world, mobile phones serve as essential tools for various daily tasks,
fostering communication, interactions, and modern learning experiences. The rise of Mobile
Cloud Computing (MCC), driven by widespread mobile service adoption and cloud integration,
addresses inherent limitations in mobile devices. These limitations include computational power,
memory, storage, and energy efficiency, requiring a nuanced approach for enhanced
functionality [1]. The synergy of mobile and cloud computing proves pivotal in overcoming
challenges, especially in the context of battery technologies lagging behind innovation [2][3]. To
improve smartphone battery efficiency, designers integrate hardware- and software-based energy
optimization approaches, evaluating components like Bluetooth, CPU, and camera consumption
[4]. The integration of cloud computing technology emerges as a solution to tackle these
challenges, gaining traction in research due to the widespread use of mobile phones [5][6].

Corporate productivity has significantly increased with the adoption of internet-based
cloud server infrastructures, meeting the demand for efficient data management and
accessibility. Cloud-based systems, offering virtual services, reduce dependence on physical
products and hardware, contributing to enhanced energy efficiency and reduced emissions [7].
Multiple tasks can be carried out concurrently through cloud computing's mobility, saving CPU,
storage, and battery power on the device. Computational offloading in mobile devices
streamlines background processing, enhancing server-based system performance and resource
utilization.

The rapid evolution of computational functionalities in mobile phones has raised user
expectations, leading to increased battery drainage and performance issues [8]. The decline in
processing power exacerbates battery life limitations, disrupting daily routines. Addressing this
challenge is imperative, necessitating a focus on lowering energy consumption at the software
level. This research undertakes the task of optimizing mobile phone power usage through cloud
computing, facilitating automatic adjustments without requiring manual intervention. A user-
friendly Android application is developed that analyzes and curtails battery-consuming
processes, including cache and background operations of intensive applications. The application
offers analytical insights and graphical representations of battery status, along with a list of
battery-consuming applications, helping users to identify potential drains and providing options
to halt unnecessary processes. This research seeks to bridge the gap between mobile technology
and efficient battery management, offering users a reliable solution to enhance their mobile
phone experience by creating an intuitive application that addresses battery consumption
effectively.

The paper is organized into the following sections: we start by presenting a "Literature
Review" which offers a comprehensive overview of pertinent literature to establish the context
for the current research. This is followed by the specific goals of the research outlined in
"Objectives", followed by "Material & Methods" which elaborates on the procedures and steps
followed during the research. The outcomes of the study are detailed in "Results and Discussion”
while "Conclusion" presents a summary of the research and also addresses the Limitations and
Future Directions providing insights into potential areas for further exploration.

Literature Review:

To improve mobile battery efficiency and processing power, several techniques and
methods have been carried out to address the issue. One of the used technologies is CloneCloud
technology, which presents an adaptable application partitioner and execution runtime that
allows unaltered applications to smoothly offload processing from mobile devices to computing
cloud-connected device clones. Clone Cloud optimizes and partitions programs using static
analysis and dynamic profiling, enabling efficient cloud integration. According to the analysis,
Clone Cloud may speed up smartphone applications by up to 21.2x and support various input
and network partitions [9]. Another study provides solutions with different aspects such as
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Mobile Edge Computing that provides remote computing capacity close to smart mobile devices
(SMDs). In this study, a single-cell Mobile Edge Computing system that supports multiple SMDs
is examined. Each SMD has a distinct task that can be delegated to a MEC server for processing.
In comparison to local execution and complete task offloading, the heuristic scheme known as
Overall Energy Minimization by Resources Partitioning (OEMRP) is evaluated. The proposed
solution also minimizes rejected SMDs with insufficient radio resources, saving approximately
48% of energy compared to local execution and 24% and 26% of energy compared to offloading
all tasks [10].

To increase battery life for mobile computing, the paper presents an energy-optimal
offloading technique that runs applications on remote servers. The study gives a mathematical
model for the issue and explores the use of HetNets for quick and easy wireless access. In
simulations, the optimal algorithm, which is based on combinatorial optimization, saves 43% of
energy. The O(N) complexity suboptimal algorithm comes close to the ideal solution.
Additionally, the article explains how energy conservation and SINR in LTE networks are
related, showing how the suggested algorithms can perform better under optimal wireless
conditions [11].

To improve response time and energy management for mobile cloud computing, the
paper proposed a framework that prompts for segregating mobile devices according to fuzzy K-
nearest neighbors and enhancing computational offloading with the Hidden Markov Model and
Ant colony optimization. When compared to existing techniques, the algorithm performs 89%
better in terms of response time, 95% better in terms of energy consumption, and 50% better
in terms of processing cost. This method shows the shortest route between resources and mobile
devices [12].

The Mobile Capabilities Augmentation using Cloud Computing (MCACC) framework,
which divides mobile applications into services for local or remote execution has been
introduced in [13]. The model considers real-time metrics like execution time, consumption of
energy, battery lasting, memory, and security. The results demonstrate that both heavy and light
applications can benefit from the MCACC model, saving energy and improving performance.
Network bandwidth affects offloading, with high bandwidth resulting in better offloading. The
experimental results show that executing the requested service on the mobile, especially with
low network bandwidth, saves mobile processing power [13]. In the area of Mobile Edge
Computing (MEC), a potential optimization model is proposed that considers task dependency
and dynamic energy harvesting using wireless power transfer to minimize task completion time
and includes a greedy algorithm for offloading subtasks with dependencies to the location with
the quickest turnaround time. Using a custom simulated annealing algorithm, the algorithm
outperforms task completion time, and algorithm running time drops by at least 9.32% on
different task graphs and by at least 11.47% after further optimization by the simulated annealing
algorithm [14].

Another research introduces a MEC architecture that combines computation offloading
and artificial intelligence technology. The LSTM algorithm performs task prediction based on
node performance and data size of tasks from mobile users. It also strategies migrations of tasks
for edge cloud scheduling. The architecture controls total task delay with growing data and
subtasks, ensuring the completion of prior tasks [15]. To obtain task optimization, a novel task-
scheduling algorithm is utilized with its dynamic decision-based methods to reduce energy
consumption and time execution along with a task scheduling server to offload computation to
the cloud, improving performance and resource utilization on mobile devices. Jobs beyond time
limits are moved to cloud VMs, saving mobile devices' limited battery power [16]. The
competence of mobile computing hybrid applications is evaluated at runtime in this research's
technique to address the issue of task-intensive applications allowing arbitrary configurations to
optimize the efficiency trade-off. The experimental analysis takes into consideration two MC
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hybrid applications that are both executed using a straightforward MC framework and are
modularized based on computationally demanding tasks. Results conclude that effective
configurations are manageable. Using a middleware-based task delegation from mobile to cloud,
the technique involves parsing down the source code of an application into smaller units based
on tasks that use battery power [17]. For scheduling tasks in a collaborative environment, a
ranking algorithm is proposed to evaluate peer devices' capabilities and send jobs to the most
appropriate devices using a tweaked Hungarian algorithm. For resource-intensive applications,
a local cloud architecture with scheduling plans is utilized to distribute workload and optimize
resource consumption. This collaborative environment enables all devices to work together to
overcome their limits and enable effective local operations without the need for external
assistance from cloud services [18].

The research by Kaur et al. concludes that to make your mobile phone more efficient
and to improve its processing capabilities cloud computing along with the data synchronization
between the mobile and cloud can be helpful. The data from a mobile phone can be
automatically synchronized to the user’s devices when they are connected to the internet along
with consuming minimum energy usage. Offloading meaningful data can be partial or complete
over the cloud reduces the workload of smartphone applications and it results in less battery
consumption with extended battery life along with more reliability [19].

Objectives:

The objective of this study is to investigate the integration of MCC as a solution to
mitigate mobile device limitations, specifically addressing issues related to battery drainage and
performance. To this end, the research aims to develop a custom power-intensive Android
application designed to efficiently drain a phone's battery, serving as a simulation tool.
Additionally, the research also aims to create a Battery Optimizer application connected to
Firebase to offer users insights into mobile battery life and consumption. The goal of the
Optimizer is to intelligently identify power-hungry components of the mobile phone, including
both the custom power-intensive app and mobile internal/external applications. The goal of the
optimizer is to offload the power-hungry components of the mobile phone to a cloud server
through the fusion of cloud computing. By executing resource-intensive applications on the
cloud server rather than the device, the aim is to significantly save power, extend battery life,
and enhance processing capabilities, thereby providing users with more effective and longer-
lasting battery performance.

Material and Method:

The current research aims to significantly save power, extend battery life, and enhance
processing capabilities, providing users with more effective and longer-lasting battery
performance. Figure 1 depicts the workflow diagram of the proposed system, outlining the
sequence of operations. It includes a customized, power-intensive application that integrates
Bluetooth, Wi-Fi, location services, sensors, and timers. Moreover, it identifies internal and
external applications running on the phone, all interconnected with a battery optimizer. The
battery optimizer is further linked to the cloud (Firebase), serving as a repository for cleanup
information specific to each user. Our research incorporates two main domains into the
development of the proposed model.

Mobile Cloud Computing:

Mobile Cloud Computing is designed to enable powerful mobile applications or services
to run on various electronic devices. Through the use of cloud platforms and the internet, this
technology expands data processing and storage capabilities beyond mobile devices [20].
Typically, mobile-cloud hybrid apps are managed by third parties in remote data centers,
handling data storage and computational responsibilities. This strategy guarantees data
integration, accessibility, security, and uptime [21]. These applications can operate over the
Internet but require regular updates. Mobile cloud computing offers a desktop-like experience
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on mobile devices and tablets while maintaining portability. It enhances efficiency, reduces costs
for businesses by connecting to more network providers, and adds additional features to mobile
phones and other electronic devices.

» -

Bluetooth

A +—

Timer

<_>: Customized App

Location “ServiVerse”

®)

Sensors

@ \) l -J1L-
s’
‘ Battery Optimizer Offloaded to Cloud

Phone Internal &
External Apps

Figure 1: System Workflow Diagram
Firebase:

Firebase is a platform designed for the creation of mobile and web applications, offering
convenient access to data storage. It functions as a real-time database that is accessible through
the internet and offers effective data and binary file storage. Google's mobile platform, Firebase,
helps people and companies create high-quality applications and grow their operations [22]. Data
is handled as streams in Firebase, while Google Cloud Storage is used to manage file storage.
The process of storing the cache cleaning session in Firebase is executed in an encrypted format,
ensuring heightened user security when data is stored in the cloud.

Results and Discussion:

Our system comprises two key components: a custom power-intensive application
named "SERVIVERSE”, and a battery optimizer connected to Firebase for data storage.
Custom Power-Intensive Application:

ServiVerse, designed to drain the phone's battery efficiently, utilizes built-in Android
services such as Bluetooth, Wi-Fi, location services, sensors, and timers. Essential components
of the application interface include a splash screen that displays a graphical representation when
it launches, a home screen with a user-friendly dashboard made with grid layout and card views,
and specialized functionality for Bluetooth, Wi-Fi, location, sensors, and timers depicted in
Figure 2.

ServiVerse

All In One...

3 50O

BLUETOOTH LOCATION

=T @

WIFI SENSORS

o

TIME

Figure 2: ServiVerse Features
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Users may communicate with associated devices, control Wi-Fi connections, obtain
textual map data with satellite views, retrieve different sensor readings, and use stopwatches and
alarms by using these functions. Our unique, resource-intensive program "ServiVerse" has
fundamental functions to provide users with a full user experience. To accurately achieve battery
depletion, it periodically modifies its power consumption patterns to simulate practical situations
when various processes run simultaneously in a mobile phone.

Use of Bluetooth feature to link devices for file transfer, the Wi-Fi module to mimic
data-intensive actions like downloading huge files or streaming high-definition media.
Furthermore, the app simulates ongoing GPS monitoring, giving important details about
location-based power usage. The sensors show the impacts of sensor-intensive applications on
battery life in addition to reading proximity, acceleration, temperature, humidity, brightness,
pressure, magnetic effects, and RGB data. Additionally, the timer function not only includes a
stopwatch but also integrates various alarms with diverse pre-installed ringtones, showcasing the
power usage implications of timer-based applications.

Battery Optimizer:

Although there are already mobile phone battery optimizers available that improve
performance by clearing cache, none of them include a built-in feature associated with the cloud.
Our optimizer has an integrated function linked to the cloud (Firebase), where all the cached
data is securely stored in encrypted format once it is offloaded. Figure 3 illustrates the phases
involved in the battery optimizer development process using Android Studio.

2

| Define the Purpose and Features

Y’

| Install Android Studio ii

Y’

| Design the User Interface (UI) ]

’

[ Using API's create Battery Optimizer

’

| Connected to Firebase |

T —

Retrieve battery status, charge level,
| charging status, and battery health

Y’

| Implement background tasks for periodic checks |

’

| Detect Power-Hungry Apps |

Y’

| Analyze apps and resource-intensive tasks |

v

| Transfer junk on cloud |

Y’

Close background apps,
adjust screen brightness, torch etc.

v

\" Optimized

=S

Figure 3: Battery Optimizer Development Procedure

In contrast, the battery optimizer, which is integrated with Firebase, comprises
numerous interactive screens. The splash screen serves as an introductory interface during
application loading, followed by a signup screen where users can register their personal
information, enabling seamless integration with the system. With the use of a username and
password, the login page guarantees safe user authentication. The optimizer offers
comprehensive information on the phone's charging state, including battery level, temperature,
voltage, health, and technology. Additionally, it also provides a list of internal and external
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programs, giving users the option to authorize access or change settings for each one individually
as shown in Figure 4.
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Figure 4: Battery Optimizer-Fetching

The program data is saved chronologically, displaying the history of cleaning, together
with cache and RAM details. Although it was initially intended to transfer program components
to the cloud, Android constraints have limited what can be saved there to just useful information.
This includes information like the status of Bluetooth and torches, as well as wiping history,
clearing space, and background applications that have been stopped.

Moreover, to help users keep track of their device's performance, the optimizer also
provides graphical representations of battery status and temperature over the last 24 hours, 3
days, or 5 days. All of these details, such as cleaning history, cache removal, space freed up, and
the status of background programs, are meticulously logged and connected to specific user
accounts on Firebase as depicted in Figure 5.
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Figure 5: Battery Optimizer-History and Graphical Representation
When employing a battery optimizer to enhance mobile performance, various key pieces
of information are extracted. Firstly, the cleanup timestamps are logged to record the
optimization process. Additionally, the battery level after each cleanup is depicted, presenting
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insights into the device's power status during this operation. The optimizer also reveals the
amount of memory that has been liberated, indicating the efficiency of the cleanup in optimizing
storage. It identifies background applications that were consuming battery resources, specifying
the total number of terminated apps that impact on overall battery. Notably, features like
Bluetooth or the torch are automatically turned off, contributing to a more comprehensive and
effective optimization approach. This makes certain efficient battery management and provides
users with valuable insights into their device's power consumption patterns.

Opverall, our research implementation not only focuses on draining the battery for
analysis but also delves deeper into real-world usage scenarios. Through interactive notifications
and detailed graphical representations, our system ensures active user participation, ultimately
leading to more effective battery optimization strategies tailored to individual user's needs and
habits.

Illustrated in Figure 6 is a thorough overview of the hierarchical organization within the
Battery Optimizer Backend, delineating the interconnections and structure among its various
components. Throughout the development process in Android Studio, the Main Activity class
of the battery optimizer assumes a pivotal role, with the ‘DataEstimator’ class estimating device
and battery-related data through the mApp object. The ‘NetworkWatcher’ class manages server
status, device registration, and data transmission to the Firebase server via the
‘CommunicationManager’ class. The ‘OnRefreshComplete’ method updates the UI after
completing a task list refresh, and loadComponents’ initialize necessary components and data
for the activity, such as setting up the database, services, permissions, and event listeners.

icati TakesU inf Infe
—> NetworkWatcher ——mp/ COMMunication | Tones eerilo Sorver Save Userinfo
lanager
Custom Power
Access Data Offload
I ive App f:loud
‘SERVIVERSE’ (Firebase)
Battery —>  AppsFragment
Optimizer | —
(Main-Activity) Manage Mobile Phone’s-
Internal & External  r——
Info
DataEsti DeleteSessions
— atal —_—
Backgroundtasks tasks
Save
n Save . .
HistoryFrag Historical App Data

Figure 6: Battery Optimizer-Backend Hierarchy

The ‘AppsFragment’ handles the power-intensive app "ServiVerse" along with managing
tasks related to phone internal and external information, such as running processes, killing apps,
and handling permissions for device resources using the ‘getMemory’ method. It includes a
cleanup process triggered by a clean button click, which disables Wi-Fi and Bluetooth, kills apps,
logs device information, and performs other operations like turning off the camera torch and
refreshing app data. The ‘DeleteSessionsTask’ class executes the deletion of outdated battery
sessions in the background, and the ‘HistoryFragment’ displays historical app data, allowing
users to view additional information by clicking on items.

The ‘CommunicationManager’ class orchestrates the uploading of data samples to the
firebase, managing communication flow and providing status updates to the UI The
‘RegisterDeviceHandler’ class is responsible for device registration, making API calls using
Retrofit, and gathering device-specific information for the registration payload, including model,
manufacturer, OS version, and root status. Overall, these classes work together to ensure
effective communication with Firebase, data estimation, and management of app-related tasks
on the Android device.
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Discussion:

This system's standout feature is its ability to offload power-intensive mobile tasks to
Firebase, a cloud server. Firebase meticulously records and organizes information, tracking each
uset's phone cleaning activities. Figure 7 and Figure 8 visually represent the frequency of cleaning
sessions, the amount of cache and RAM eliminated, and the storage space freed up. The process
of storing the cache cleaning session in Firebase is executed in an encrypted format, ensuring
heightened user security when data is stored in the cloud. This not only enhances energy
efficiency but also extends battery life. The approach is sustainable, as it reduces user’s device
strain, ensures secure data storage, and maintains user privacy. The cloud infrastructure
incorporates a default safety mechanism to enhance security for its users. This implies that our
optimizer, seamlessly integrated with the cloud, ensures security for users. Each user undergoes
a distinct registration process within the optimizer, ensuring personalized and separate user
profiles. Once each user has performed their respective cleansing operations, the data is safely
offloaded to the cloud in an encrypted format, with each user's information stored separately.

The tracked user activity provides valuable insights for continuous optimization and the
visual feedback fosters transparency. The integration with Firebase streamlines data
management, ensuring immediate updates and accessibility. As the system promotes responsible
and efficient resource utilization, it contributes to better performance. The steady monitoring
of cleaning activities establishes a robust feedback loop for further developments. The system
also includes a feature that automatically turns off the Torch and Bluetooth connections within
the device, enhancing both security and energy efficiency. This comprehensive approach not
only ensures uset's devices are optimized for performance but also showcases valuable insights
into user behavior and preferences, aiding in continuous improvement and customization of the
optimization process.

This study holds significant implications across various domains. Firstly, it focuses on
mobile device optimization, which aims to improve mobile device performance and battery life.
The influence extends to user experience improvement, where graphical representations and
insights into energy utilization allow users to make educated decisions regarding their device's
performance. Furthermore, the study promotes energy efficiency by integrating cloud
computing for power-intensive tasks. The usage of Firebase demonstrates a priority on data
security and privacy, with default safety measures and individualized user profiles offering
comprehensive data protection for users. Overall, this study proposes a comprehensive
approach that seamlessly integrates cloud computing, data analytics, and user-friendly
applications to overcome the limits of mobile devices while improving overall performance
and battery life.
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Conclusion:

This research has effectively applied an approach to increase battery power in mobile
devices, which delivers a solution to continuous battery depletion amid improvements in mobile
technology. Our innovation is intelligently spotting power-consuming components in a mobile
phone and applying the code-offloading method to run the computation process on a cloud
server. This approach is achieved by the convergence of mobile computing with cloud
computing to ease the battery usage of the mobile itself. The proposed optimizer for mobile
phone applications leads to considerable power savings, extending battery life, and improving
processing capability. This tactic has proven crucial in solving the urgent problem of background
processing and power depletion on mobile devices, giving consumers a battery performance that
is more effective and lasts longer.
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We reported on manual, small-scale feasibility research and highlighted several potential
barriers to validate the implication of bandwidth and power consumption optimization in MC
hybrid systems. Firebase operates in an event-driven manner, calling the thread that started its
on-event handler whenever an event occurs. From the perspective of scalability, using Firebase
or other similar systems as middleware might not be the best option. The callback from the
Firebase handler will be stopped owing to an intrinsic feature of Android systems if the waiting
thread is the main thread to retrieve the results from the cloud. The alternative is to utilize
socket-based middleware, which operates in a suspend-migrate-receive-resume manner and
generates appropriate responses based on the sent request attributes within a timeframe. It is
essential to note that since the study is centered on Mobile Cloud Computing (MCC), the
availability and reliability of network connections may have an impact on its efficacy. Users in
places with inadequate network coverage may experience limitations in user experience and face
challenges in accessing cloud resources. In upcoming phases, when implementing the suggested
application, we might conduct a survey to gather feedback. This survey will be useful in
incorporating recommendations for data format, storage, and maintenance from various users.
Additional enhancements can be made by incorporating extra features like personalized power-
saving configurations or widgets for real-time monitoring. In forthcoming research endeavors,
Exploring and evaluating different optimization algorithms, including the integration of machine
learning, can enhance the system's adaptability to user behavior. Additionally, analysis of energy
consumption patterns, and evaluating the environmental impact in terms of green computing
contribute to the broader applicability and sustainability of the proposed solution.
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